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Rank Predicates vs. Progress Measures in
Concurrent-Program Verification

Moshe Y. Vardi
9 February, 1996

Abstract
This note describes a direct relationship between rank predicates
and progress measures in concurrent-program verification.

1 Introduction

In [Var87, Var89, Var91], we presented an automata-theoretic framework that
unified several trends in the area of concurrent-program verification. At the
foundation of that framework is the observation (due to G. Plotkin) that
recursive w-automata can express all X1 sets of computations. Using this ob-
servation it was shown how to extend the helpful-directions methodology of
[GFMdRS85, LPS81] to verification with respect to all 3] fairness conditions
and TI1 correctness conditions. The technical notion underlying this method-
ology is that of rank predicate, which defines some ranking of program states
by means of elements of some well-founded sets.

Another approach to concurrent-program verification was pursued by
Klarlund. The intuition behind his approach is described by the following
paraphrase of ideas from [KK91, Kla90, Kla91, Kla92, KS93, Kla94]:

A progress measure is a mapping on program states that quanti-
fies how close each state is to satisfying a property about infinite
computations. On every program transition the progress measure
must change in a way ensuring that the computation converges
toward the property.

We show that there is a direct relationship between rank predicates and
progress measures.
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2 Background

2.1 Languages and Automata

An w-word w is a function w:w — w. (One can view w as an w-word over
the alphabet {7 | 3j s.t. w(j) = i}.) In this paper, a language is a set of
w-words, i.e., a subset of w*”. A language L is X1 if it is the projection of an
arithmetical relation, i.e., there is an arithmetical relation R C w* x w* such
that L = {w | Ju s.t. R(w,u) }. A language L is II] if its complement is a
Y1 language. (See [Rog67] for basic concepts in recursion theory.)

A table T is a tuple (S, S% «), where S is a (possibly countably infinite)
set of states, SY C S is the set of starting states, and @ C S x w x S is
the transition relation. T is said to be recursive in case S, S°, and a are
recursive. A run r of T on the word w is a sequence r:w — S such that
r(0) € S and (r(i),w(i),r(i + 1)) € a for all 7 > 0.

Automata are tables with acceptance conditions. A Wolper automaton
has a vacuous acceptance condition, so it is just a table T' = (S, 5% «). It
accepts a word w if it has a run on w. A Biichi automaton A is a pair (T, F),
where T' = (5,5% a) is a table and F C S. A accepts a word w if there is
a run r of 7' on w such that for infinitely many i’s we have r(i) € F. A is
recursive if T" and F' are recursive. The language accepted by an automaton
A, consisting of all w-words accepted by A, is denoted L, (A).

The following theorem, which follows easily from Kleene’s Normal Form
Theorem, asserts that Wolper automata and Biichi automata have the same
expressive power: they both can define all ¥} languages.

Theorem 2.1 ([Var87, Var89, Var91]) Let L be a language. The follow-
ing are equivalent:

o L is a X} language.
o There is a recursive Wolper automaton A such that L = L,(A).

e There is a recursive Biichi automaton A such that L = L,(A).

2.2  Program Verification

Rather than restrict ourselves to a particular programming language, we use
here an abstract model for nondeterministic programs (we model concurrency
by nondeterminism). A program P is a triple (W, I, R), where W is a set

2
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of program states, I C W is a set of initial states, and R C W? is a binary
transition relation on W. A computation is a sequence o in W such that
0(0) € I and (0(i),0(i + 1)) € R for all i > 0.! The set of computations of
P is denoted by L, (P). Given that programs are supposed to be effective,
we require that W, R, and [ are recursive sets.

We assume some means of specifying fairness and correctness. The fair-
ness condition is used to specify what computations are considered to be
“fair,” i.e., the scheduling of nondeterministic choices is not too patholog-
ical. Thus, only computations that satisfy the fairness condition need be
considered when the program is verified. The correctness condition is used
to express the performance required of a computation; in other words, this is
what the user demands of the computation. Instead of focusing on concrete
specification languages, we can view the fairness and correctness conditions
abstractly as sets of w-words.

Given a fairness condition ® and a correctness condition ¥, the program
P is correct with respect to (®,W) if every computation of P that satisfies
® also satisfies W, that is, if L,(P) N ® C W. Our approach is applicable
when the fairness condition is a ¥} language and the correctness condition
is a I language. In that case, the intersection of fairness and incorrectness,
i.e., ® N, is a X} language, and, by Theorem 2.1, can be expressed by a
recursive Biichi automaton or by a recursive Wolper automaton. Thus, let
Apw = (5,50, a, F) be a recursive automaton such that L,(Agg) = PN,
then P is correct with respect to (®, ¥) precisely when L, (P) N L, (Ag,v) is
empty.

3 Rank Predicates

The crux of the approach is to define a rank predicate on pairs consisting of
program states and automata states.

Theorem 3.1 ([Var87, Var89, Var91]) Let P = (W, 1, R) be a recursive
program, let ® be a X} language, and let V be a 11} language. Let Agpy =
(S, S0, v, F') be a Biichi automaton such that L,(Agy) = ®NW. Then P is

correct with respect to (P, W) iff there exists an ordinal k and a rank predicate
p C 2WXSXK sych that the following holds:

'For simplicity we assume that the program has only infinite computations. A termi-
nating computation is assumed to loop forever in its last state.

3
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o forallu €I andp € Sy, we have that p(u,p, k) holds,

o for all u,v € W and p,q € S, if p(u,p, ) holds, (u,v) € R, and
(p,u,q) € a, then p(v,q,v) holds for some v < u, and

o for allu,v € W and p,q € S, if p(u,p, p) holds, (u,v) € R, (p,u,q) €
a, and p € F, then p(v,q,v) holds for some v < p.

The conditions in the theorem get simpler if we assume that Agy is a
Wolper automaton, i.e., when we take F' = S.

Corollary 3.2 Let P = (W, I, R) be a recursive program, let ® be a X}
language, and let W be a 13 language. Let Ag g = (S, So,a) be a Wolper
automaton such that L,(Aew) = ® N W. Then P is correct with respect to
(®, V) iff there exists an ordinal k and a rank predicate p C 2W*5*% sych
that the following holds:

e forallu € I and p € Sy, we have that p(u,p, k) holds, and

o for all u,v € W and p,q € S, if p(u,p, ) holds, (u,v) € R, and
(p,u,q) € «, then p(v,q,v) holds for some v < pu.

4  Progress Measures

A progress measure labels each program state with an element in an or-
dered set such that each program transition decreases the rank of the label
[KK91, Kla90, Klagl, Kla92, KS93, Kla94]. Intuitively, the assigned label
measures the progress that a computation makes toward meeting its specifi-
cation. The goal is to show that a progress measure exists for P if and only
if all computations of P satisfy a given specification.

We now show that there is a direct connection between rank predicates
and progress measures. Let P = (W, I, R) be a recursive program and let
Agp v = (5,50, a, F) be a Biichi automaton for the intersection of fairness
and incorrectness.

Consider now the set Z,, = W x 29%% for an ordinal x. Let A, B C S x &,
and let u,v € W. Then z = (u, A) and y = (v, B) are in Z,. We say that x
succeeds y, denoted z >y, if the following holds:

e if (p, ) € A and (p,u,q) € a, then (¢,v) € B, for some v <,

o if (p,n) € A, (p,u,q) € o, and p € F, then (q,v) € B, for some v < p.
4
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We say that x is grounded if for all p € Sy we have that (p, k) € A.
A progress measure of P with respect to Ag w is a mapping : W — Z,,
for some ordinal x such that:

e (B(u) = (u, A) for some A C S X k&,
o if (u,v) € R then f(u) > ((v), and
e if uw € I then f(u) is grounded.

Theorem 4.1 Let P = (W,I,R) be a recursive program, let ® be a X}
language, and let U be a 11} language. Let Agw = (S, Sy, o, F) be a Biichi
automaton such that L,(Agy) = ®NW. Then P is correct with respect to
(®, V) iff it has a progress measure with respect to Ag .

Proof of Theorem 4.1

If: Let 8:W — Z, be a progress measure of P with respect to Ag ¢ for
some ordinal k. Define a rank predicate p C 2W*5** as follows: p(u,p, 1)
holds iff 5(u) = (u, A) and (p, u) € A. It is easy to verify that p satisfies the
conditions of Theorem 3.1; it follows that P is correct with respect to (®, ).

Only if: Let p C 2"*5%% be the rank predicate given by Theorem 3.1.
Consider now the function 3: W — Z, defined by

B(u) = (u,{ (p, ) | p(u, p, p) holds })

It is easy to see that [ is a progress measure of P with respect to Ag v.

5 Discussion

The above results show that progress measures can be derived in a direct
manner from rank predicates and vice versa. Thus, their existence is guar-
anteed for programs that are correct with respect to X1 fairness conditions
and IT7 correctness conditions. As is shown in [Arn83, Kla90], the analog of
Theorem 2.1 holds also in a topological (rather than a recursion-theoretical)
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setting? (i.e., a language is analytic iff it can be defined by means of a Wolper
automaton and iff it can be defined by means of a Biichi automaton), which
means that Theorem 3.1 and Corollary 3.2 can also be stated in a topological
setting. Thus, these results are broad enough to cover many cases of inter-
est, and in particular they cover the Rabin fairness conditions of [KK91], the
safety correctness conditions of [KS93], and the strong fairness conditions of
[K1a92].

Consequently, the goal of research in this area should not be merely to
prove the existence of progress measures, but rather to prove the existence of
progress measures with some desirable properties. It is the intended appli-
cation of progress measures—concurrent-program verification—that should
determine what properties ought to be desired. Indeed, while Theorem 4.1
just proves the existence of progress measures, the progress measures defined
by Klarlund possess specific, interesting properties that are spelled out in
the various papers [KK91, Kla90, Kla91, Kla92, KS93, Kla94].

Acknowledgement of support: Work done at the IBM Almaden
Research Center.
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